Types of DBMS

A DBMS is said to be a Relational DBMS or RDBMS if the database relationships are treated in the form of a table. There are three keys on relational DBMS: relation, domain and attributes. A network means it contains a fundamental constructs sets or records sets contains one to many relationship, records contains fields [statical table](http://en.wikipedia.org/w/index.php?title=Statical_table&action=edit&redlink=1" \o "Statical table (page does not exist)) that is composed of rows and columns is used to organize the database and its structure and is actually a two dimension array in the [computer memory](http://en.wikipedia.org/wiki/Computer_memory). A number of RDBMSs are available, some popular examples are [Oracle](http://en.wikipedia.org/wiki/Oracle), [Sybase](http://en.wikipedia.org/wiki/Sybase), [Ingress](http://en.wikipedia.org/wiki/Ingress), [Informix](http://en.wikipedia.org/wiki/Informix), [Microsoft SQL Server](http://en.wikipedia.org/wiki/Microsoft_SQL_Server), and [Microsoft Access](http://en.wikipedia.org/wiki/Microsoft_Access).

**Creating indexes**

Before executing **create index**, turn on **select into**:

sp\_dboption,'select into', true

The simplest form of **create index**is:

create index *index\_name*

     on *table\_name* (*column\_name*)

To create an index on the *au\_id* column of the *authors* table, execute:

create index au\_id\_ind

on authors(au\_id)

The index name must conform to the rules for identifiers. The column and table name specify the column you want indexed and the table that contains it.

You cannot create indexes on columns with *bit*, *text*, or *image* datatypes.

<http://www.sybaseteam.com/differences-between-clustered-non-clustered-indexes-sybase-t-405.html>

**Why the table can only have one clustered index?**

Because the table only exists once. The clustered index, as you note, is the table. Yes, you can create secondary indexes with all the columns if you want, they're not the clustered index because SQL considers them copies of the data in the table, the clustered index contains the data in the table.  
  
The clustered index is the one whose keys are present in all no clustered indexes

**declare cursor examples**

The following **declare cursor** statement defines a result set for the *authors\_crsr* cursor that contains all authors who do not reside in California:

**declare** authors\_crsr **cursor**

**for** select au\_id, au\_lname, au\_fname

from authors

where state != 'CA'

**for update**

The following example defines an **insensitive** scrollable result set, of the **stores\_scrollcrsr**, containing bookstores in California, for:

**declare** storinfo\_crsr insensitive scroll **cursor**

**for** select stor\_id, stor\_name, payterms

from stores

where state = "CA"

To declare an **insensitive**, nonscrollable cursor called “C1,” enter:

declare C1 insensitive cursor for

select fname from emp\_tab

To declare an **insensitive**, scrollable cursor called “C3,”enter:

declare C3 insensitive scroll cursor for

select fname from emp\_tab

To fetch the first row, enter:

fetch first from <cursor\_name>

You can also fetch the columns of the first row from the result set. To place them in the variables you specify in *<fetch\_target\_list>*, enter:

fetch first from <cursor\_name> into <fetch\_target\_list>

You can fetch the 20th row in the result set directly, regardless of the cursor’s current position:

fetch absolute 20 from <cursor\_name> into <fetch\_target\_list>

*\*/*

**create** **procedure** increase\_price\_cursor

**as**

**declare** @price money

*/\* declare a cursor for the select from titles \*/*

**declare** curs **cursor** **for**

**select** price

**from** titles

**for** **update** **of** price

*/\* open the cursor \*/*

**open** curs

*/\* fetch the first row \*/*

**fetch** curs **into** @price

*/\* now loop, processing all the rows*

*\*\* @@sqlstatus = 0 means successful fetch*

*\*\* @@sqlstatus = 1 means error on previous fetch*

*\*\* @@sqlstatus = 2 means end of result set reached*

*\*/*

while (@@sqlstatus != 2)

**begin**

*/\* check for errors \*/*

if (@@sqlstatus = 1)

**begin**

print "Error in increase\_price"

**return**

**end**

*/\* next adjust the price according to the*

*\*\* criteria*

*\*/*

if @price > $60

**select** @price = @price \* 1.05

**else**

if @price > $30 **and** @price <= $60

**select** @price = @price \* 1.10

**else**

if @price <= $30

**select** @price = @price \* 1.20

*/\* now, update the row \*/*

**update** titles

**set** price = @price

**where** **current** **of** curs

*/\* fetch the next row \*/*

**fetch** curs **into** @price

**end**

*/\* close the cursor and return \*/*

**close** curs

**return**

# Sybase Adaptive Server Enterprise Retrieval Using Cursors

If you expect only a single row to exist in the employee table with the specified emp\_id, use the singleton SELECT. In a singleton SELECT, you specify the SELECT statement and destination variables in one concise SQL statement:

SELECT emp\_name, emp\_salary

INTO :emp\_name\_var, :emp\_salary\_var

FROM employee WHERE emp\_id = :emp\_id\_var;

However, when a SELECT may return multiple rows, you must:

1. Declare a cursor.
2. Open it (which conceptually executes the SELECT).
3. Fetch rows as needed.
4. Close the cursor.

#### Declaring and opening a cursor

Declaring a cursor is tightly coupled with the OPEN statement. The DECLARE specifies the SELECT statement to be executed, and the OPEN actually executes it.

Declaring a cursor is similar to declaring a variable; a cursor is a nonexecutable statement just like a variable declaration. The first step in declaring a cursor is to define how the result set looks. To do this, you need a SELECT statement. Since you must refer to the result set in subsequent SQL statements, you must associate the result set with a logical name.

![Note](data:image/gif;base64,R0lGODlhEQARAOcKAAAAAIAAAACAAICAAAAAgIAAgACAgMDAwFiYaKDIqAD4+GCA4Pj4+AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAANDg0KCgpICAgP8AAAD/AP//AAAA//8A/wD//////yH5BAEAAAoALAAAAAARABEAAAhdABUIHAigYMGBCBECWMCQIYCEChtKfAhRwUKJCw5QhLjwwAEGDA4s2MgRI8mKBg9WJHhx5MmIFxksfGnRIUONGV+2NHhTZ0aMIn1m/BjSIUqMRlemNLgyIc2mTwMCADsgICAgIA==)**Multiple cursors** The CT-Lib API lets you declare and open multiple cursors without having to open additional database connections.

#### Example

Assume the SingleLineEdit sle\_1 contains the state code for the retrieval:

// Declare cursor emp\_curs for employee table retrieval.

DECLARE emp\_curs CURSOR FOR

SELECT emp\_id, emp\_name FROM EMPLOYEE

WHERE emp\_state = :sle\_1.text;

// Declare local variables for retrieval.

string emp\_id\_var

string emp\_name\_var

// Execute the SELECT statement with

// the current value of sle\_1.text.

OPEN emp\_curs;

// At this point, if there are no errors,

// the cursor is available for further

// processing.

#### Fetching rows

In the singleton SELECT, you specify variables to hold the values for the columns within the selected row. The FETCH statement syntax is similar to the syntax of the singleton SELECT. Values are returned INTO a specified list of variables.

This example continues the previous example by retrieving some data:

// Go get the first row from the result set.

FETCH emp\_curs INTO :emp\_id\_var, :emp\_name\_var;

If at least one row can be retrieved, this FETCH places the values of the emp\_id and emp\_name columns from the first row in the result set into the PowerScript data variables emp\_id\_var and emp\_name\_var. Executing another FETCH statement will place the variables from the next row into specified variables.

FETCH statements typically occur in a loop that processes several rows from a result set (one row at a time): fetch the row, process the variables, and then fetch the next row.
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#### Example

This cursor example illustrates how you can loop through a result set. Assume the default transaction object (SQLCA) has been assigned valid values and a successful CONNECT has been executed.

The statements retrieve rows from the employee table and then display a message box with the employee name in each row that is found.

// Declare the emp\_curs.

DECLARE emp\_curs CURSOR FOR

SELECT emp\_name FROM EMPLOYEE

WHERE emp\_state = :sle\_1.text;

// Declare a destination variable for employee

// names.

string    emp\_name\_var

// Execute the SELECT statement with the

// current value of sle\_1.text.

OPEN emp\_curs;

// Fetch the first row from the result set.

FETCH emp\_curs INTO :emp\_name\_var;

// Loop through result set until exhausted.

DO WHILE SQLCA.sqlcode = 0

// Pop up a message box with the employee name.

MessageBox("Found an employee!",emp\_name\_var)

// Fetch the next row from the result set.

FETCH emp\_curs INTO :emp\_name\_var;

LOOP

Sybase error codes 0 means no errors

@error<>0

<http://binabdu-fayaz.blogspot.com/2009/06/some-t-sql-interview-questions-and.html>

**1. How to use sql query to copy only structure?**  
Ans: select \* into table2 from table1 where 1 = 2  
  
**2. How do we handle Error?**  
Ans: I think we can use @@Error. Right after the query condition is executed we can check for @@Error <> 0, if it is not returning zero mean some error occured. Raiserror is another command for raising error We can also use Try catch block

**3. What is PatIndex?**  
Ans: Returns the starting position of the first occurrence of a pattern in a specified expression, or zeros if the pattern is not found  
Syntax - PATINDEX ( '%pattern%' , expression )  
Eg: USE AdventureWorks;  
USE AdventureWorks;  
GO  
SELECT PATINDEX('%ensure%',DocumentSummary)  
FROM Production.Document  
WHERE DocumentID = 3;  
GO  
  
**4. How to query a string contains %?**  
Ans: SELECT Name FROM tblPlayer WHERE Name Like '%[''%'']'  
  
**5. How to get values from a table with comma seperated?**  
Ans: declare @vName nvarchar(100)  
set @vName = ''  
select @vName = @vName + ','+ [Name] from HumanResources.Shift  
select @vName  
  
**6. How to update 'Yes' to 'No' and viceversa in a query?**  
Ans: Update tablename set ColumnName1 = (case ColumnName1 when 'Yes'  
then 'No'else 'Yes' end)  
  
**7. Consider you have a table with columns ID(primary key), Country and State.**  
**Now if you have some rows with combination of country and state repeating,**  
**ie, two rows with combination India, Kerala. Write a query for deleting**  
**duplicate records?**  
  
Ans: With T1 as  
(Select \*,Row\_Number() over (partition by Country, State order by ID)   
as 'RowNo' From TableName)  
Delete from T1 where RowNo > 1;  
  
**8. How to create temporary table? How do we apply noncluster index? What is nolock? When and where is nolock applied normally?**  
  
Ans. Two ways of creating temporary table with non clusterindex applied on it. Also example shows how to apply "nolock". nolock is normally applied while querying on production servers. This would make the records being queried sharable on the table. ie, will not prevent other queries from querying the same record parallely on same table. The risk will be nolock might return junk data some times because the select query might be querying the table while some other insertion or updation commands are performed on the table.  
  
1.  
CREATE TABLE #tmpTable  
(  
OfficeName varchar(50)   
, officeid int   
, CustID int   
, AgentID int  
, mlsid varchar(4)  
, RequestMoreDetails int null   
, Emails int null  
)  
CREATE NONCLUSTERED INDEX #IX\_DW\_Listings ON #DW\_AllListings(AgentID)  
  
2.  
select   
OfficeName   
, officeid   
, o.CustID   
, AgentID -  
, o.mlsid   
, PrintBrochure\_Views = null   
, RequestMoreDetails = null   
, Emails = null   
into #ForOffices from #Offices o   
LEFT JOIN dbo.planparts WITH (NOLOCK)  
ON bppa.officeid = o.RID   
CREATE NONCLUSTERED INDEX #IX\_DW\_Listings ON #ForOffices(AgentID)  
  
**9. Another simple example for using temporary table.**  
**Also how to split a single column in to multiple columns based on column value.**  
**Here date\_format function format date to yyyymm format.**  
**period\_diff function returns number of months between two date parameters passed. Also parameter expect value in either yymm or yyyymm format.**

[![http://1.bp.blogspot.com/-Z8kfhnLFB40/TwlBhw0Bk0I/AAAAAAAACvw/srqwzCC6SJY/s1600/Table+List.png](data:image/png;base64,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)](http://1.bp.blogspot.com/-Z8kfhnLFB40/TwlBhw0Bk0I/AAAAAAAACvw/srqwzCC6SJY/s1600/Table+List.png)

**IN MYSQL**

CREATE TEMPORARY TABLE monthlyoffer( MemberName VARCHAR(50) ,January INT DEFAULT 0 ,February INT DEFAULT 0 ,March INT DEFAULT 0 ,April INT DEFAULT 0 ,May INT DEFAULT 0 ,June INT DEFAULT 0,July INT DEFAULT 0 ,August INT DEFAULT 0 ,September INT DEFAULT 0 ,October INT DEFAULT 0 ,November INT DEFAULT 0 ,December INT DEFAULT 0 ,PaidDate date ,CurrentYearPaid INT ,TotalPaid INT ,Balance INT);

Insert into monthlyoffer (MemberName ,January,February,March,April,May,June,July,August,September,October,November,December,PaidDate,CurrentYearPaid ,TotalPaid,Balance)

Select

  mem.first\_name,

  sum(case when  monthname(paid\_date)='January' and Year(mo.paid\_date) = 2012 then mo.amount\_paid else 0 end),

  sum(case when  monthname(paid\_date)='February' and Year(mo.paid\_date) = 2012 then mo.amount\_paid else 0 end),

  sum(case when  monthname(paid\_date)='March' and Year(mo.paid\_date) = 2012 then mo.amount\_paid else 0 end),

  sum(case when  monthname(paid\_date)='April' and Year(mo.paid\_date) = 2012  then mo.amount\_paid else 0 end),

  sum(case when  monthname(paid\_date)='May' and Year(mo.paid\_date) = 2012  then mo.amount\_paid else 0 end),

  sum(case when  monthname(paid\_date)='June' and Year(mo.paid\_date) = 2012  then mo.amount\_paid else 0 end),

  sum(case when  monthname(paid\_date)='July' and Year(mo.paid\_date) = 2012  then mo.amount\_paid else 0 end),

  sum(case when  monthname(paid\_date)='August' and Year(mo.paid\_date) = 2012  then mo.amount\_paid else 0 end),

  sum(case when  monthname(paid\_date)='September' and Year(mo.paid\_date) = 2012  then mo.amount\_paid else 0 end),

  sum(case when  monthname(paid\_date)='October' and Year(mo.paid\_date) = 2012  then mo.amount\_paid else 0 end),

  sum(case when  monthname(paid\_date)='November' and Year(mo.paid\_date) = 2012  then mo.amount\_paid else 0 end),

  sum(case when  monthname(paid\_date)='December' and Year(mo.paid\_date) = 2012  then mo.amount\_paid else 0 end),

  max(paid\_date),

  sum(case when Year(mo.paid\_date) = 2012 then mo.amount\_paid else 0 end),

  sum(mo.amount\_paid),(mem.offer\_amount\*(1+PERIOD\_DIFF(DATE\_FORMAT(Now(), '%Y%m'),DATE\_FORMAT(mem.offer\_start\_date, '%Y%m'))))-sum(case when mo.amount\_paid is null then 0 else mo.amount\_paid end)

from members mem

  left join  monthly\_offered\_members\_list mo on mo.member\_id =  mem.member\_id and mo.approved = 1

where mem.offer\_amount is not null and member\_status = 'Active' and Year(mem.offer\_start\_date) <= 2012

group by mem.first\_name;

Select \* from monthlyoffer;

|  |
| --- |
| **In the table below, how would you retrieve the unique values for the employee\_location without using the DISTINCT keyword?** |
|  |
| |  | | --- | | employee | | |  |  | | --- | --- | | **employee\_name** | **employee\_location** | | Joe | New York | | Sunil | India | | Alex | Russia | | Albert | Canada | | Jack | New York | | Alex | Russia | |   We can actually accomplish this with the GROUP BY keyword. Here’s what the SQL would look like:   |  | | --- | | SELECT employee\_location from employee  GROUP BY employee\_location |   Running this query will return the following results:   |  | | --- | | **employee\_location** | | New York | | India | | Russia | | Canada |   So, you can see that the duplicate values for "Russia" and "Canada" are not returned in the results. |

<http://sybaseblog.com/sybasewiki/index.php?title=What_is_locking_and_how_many_types_of_locking_in_SYBASE_ASE%3F>

# What is locking and how many types of locking in SYBASE ASE?

Whenever any kind of operation perform in tables, SYBASE ASE implement a locking scheme in that table.So that other operation could not affect current operation and consistency of data in that table. While locking prevent another processes from accessing process data which some time leading blocking and deadlock.

Locking scheme affects tables in SYBASE ASE in three ways.

1. **Row level Locking**
2. **Page Level Locking**
3. **Table/All page Level Locking**

**Datarows locking** which locks only the data rows.Index rows and pages are not locked.

**Datapages locking** which locks only the data pages.

**Allpages locking** which locks datapages and index pages.

#### Page / Row level locking

There are three type of lock is made on page/row level locking :

**1.Shared locks**Shared lock is applied in a table for read operation . Many read transaction can be perform in a table or page while data modification will not allowed during shared lock. Data modification transaction wait for release existing shared lock.

**2.Exclusive locks**Exclusive lock applies during data modification. When a transaction acquire exclusive lock , no other transaction can acquire exclusive lock. Other transaction wait for releasing existing exclusive lock.

**3.Update locks** – Initial phase of data modification, ASE applies update lock in a data. Update lock allow for shared lock, while does not allow for exclusive lock.

#### Table level Locking

**1.Intent lock –**If any transaction is performing with page-level and row-level lock, and it require other row/page level lock for completion of transaction. Adaptive Server applies an intent table lock with each shared or exclusive page or row lock.

**2.Shared lock –** similar to a shared page or row lock, except that it affects the entire table. A create no clustered index command also acquires a shared table lock.

**3.Exclusive lock –** similar to an exclusive page or row lock, except that it affects the entire table.